**TUTORIAL - 2**

1. Given an input integer, you must determine which primitive data types are capable of properly storing that input.

Input Format

The first line contains an integer, denoting the number of test cases.

Each test case, is comprised of a single line with an integer, which can be arbitrarily large or small.

Output Format

For each input variable and appropriate primitive, you must determine if the given primitives are capable of storing it. If yes, then print: n can be fitted in:\* dataType

If there is more than one appropriate data type, print each one on its own line and order them by size (i.e.: ).

If the number cannot be stored in one of the four aforementioned primitives, print the line: n can&#39;t be fitted anywhere.

Sample Input

5

-150

150000

1500000000

213333333333333333333333333333333333

-100000000000000

Sample Output

-150 can be fitted in:

\* short

\* int

\* long

150000 can be fitted in:

\* int

\* long

1500000000 can be fitted in:

\* int

\* long

213333333333333333333333333333333333 can&#39;t be fitted anywhere. -100000000000000 can be fitted in:

\* long

**PROGRAM:**

import java.util.Scanner;

class DataType {

public static void main(String[] args) {

Scanner sc = new Scanner(System.in);

int t = sc.nextInt();

for (int i = 0; i < t; i++) {

if (sc.hasNextLong()) {

long x = sc.nextLong();

System.out.println(x + " can be fitted in:");

if (x >= -128 && x <= 127) {

System.out.println("\* byte");

}

if (x >= -32768 && x <= 32767) {

System.out.println("\* short");

}

if (x >= -2147483648L && x <= 2147483647L) {

System.out.println("\* int");

}

if (x >= Long.MIN\_VALUE && x <= Long.MAX\_VALUE) {

System.out.println("\* long");

}

} else {

System.out.println(sc.next() + " can't be fitted anywhere.");

}

}
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2. You are developing a financial application that needs to handle both whole numbers and decimal values. The application takes user inputs as integers (e.g., representing amounts in cents) and needs to convert them to double for further calculations (e.g., converting cents to dollars).

The application should:

1. Take an integer amount in cents as input.

2. Convert this integer to a double to represent the amount in dollars.

3. Ensure that the conversion is accurate and the output is properly formatted to two decimal places.

Describe how you would implement this, and what the expected output would look like for the following scenarios:

• Input amount: 1250 (cents)

• Input amount: 50 (cents)

**Output:**

**Expected Output:**

1. **Conversion of Integer to Double:**

o Convert the integer amount in cents to double by dividing it by 100.0.

2. **Formatting the Output:**

o Format the resulting double value to two decimal places for proper representation as dollars.

3. **Output for Given Scenarios:**

o For an input of 1250 (cents), the output should be: 12.50 (dollars).

o For an input of 50 (cents), the output should be: 0.50 (dollars).

**PROGRAM** :

import java.util.Scanner;

class FinancialApp {

public static void main (String args[]){

Scanner sc = new Scanner (System.in);

int c = sc.nextInt();

double r = ( (double) c )/100.0 ;

System.out.printf("%.2f",r);

}

}
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3. In a game, the player's score is calculated as a double value with high precision. However, for display purposes, you need to show the score as an integer.

**Questions:**

**1.Input:**

o A player's score is 456.89 (stored as a double).

o You need to cast this score to an integer for display on the leaderboard.

**Output:**

o Show how you would cast the score to an integer and what the resulting score would be.

o Expected Output: The score after type casting to int is 456.

2. **Input:**

o Another player's score is 1234.56.

**Output:**

o After type casting, the score should be 1234.

o Discuss how rounding might affect the perception of the score and whether additional logic should be implemented for rounding.

**PROGRAM**:

import java.util.Scanner;

class Score {

public static void main (String args[]){

Scanner sc = new Scanner (System.in);

double c = sc.nextDouble();

int r = (int) c;

System.out.print(r);

}

}
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4. You are developing a payroll system where you need to calculate the adjusted salary based on a percentage increase. The initial salary is given as an int, and the percentage increase is given as a double.

**Questions:**

1. **Input:**

o Initial salary: 45000 (stored as int)

o Percentage increase: 7.5 (stored as double)

**Output:**

o Calculate the new salary after applying the percentage increase.

o Show how type promotion affects the calculation and what the resulting salary would be.

**Expected Output:**

o The new salary after a 7.5% increase should be 48375.0 (as a double).

2. **Input:**

o Another initial salary: 32000 (stored as int)

o Percentage increase: 12.3 (stored as double)

**Output:**

o Calculate the new salary and discuss how type promotion is applied in the calculation.

**Expected Output:** The new salary after a 12.3% increase should be 35976.0 (as a double).

**PROGRAM:**

import java.util.\*;

class PayRoll{

public static void main(String args[])

{

Scanner sc = new Scanner(System.in);

int salary = sc.nextInt();

double sal = salary;

double inc = sc.nextDouble();

double newsalary = sal+ sal\*(inc/100);

System.out.println(salary);

System.out.println(inc);

System.out.println(newsalary);

}

}
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**Question - 1**. A mobile application for a puzzle game requires players to reverse the digits of a given number to form a new number. The goal is to check if the reversed number is equal to the original number.

**Task:** Write a Java program that reads an integer and reverses its digits. Check if the reversed number is the same as the original.

**Sample Input 1:**

Input: 12321

**Sample Output 1:**

Output: The reversed number is 12321. It is the same as the original. **Sample Input 2:**

Input: 1234

**Sample Output 2:**

Output: The reversed number is 4321. It is not the same as the original.

**PROGRAM:**

import java.util.\*;

class Reverse{

public static void main(String args[])

{

Scanner sc = new Scanner(System.in);

int x = sc.nextInt();

int m = x;

int y = 0;

while(x!=0)

{

int d = x%10;

y = y\*10+d;

x=x/10;

}

if(m==y){

System.out.println("The reversed number is "+y+" It is the same as the original");

}

else{System.out.println("The reversed number is "+y+" It is not the same as the original");}

}

}

![](data:image/png;base64,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)

**Question - 2**. A graphics tool allows users to create complex shapes for designs. One of the patterns you need to implement is a diamond shape using stars (\*). The user provides the number of rows in the top half of the diamond.

**Task:** Write a Java program that takes an integer n and prints a diamond pattern. **Sample Input 1:**

Input: n = 3

**Sample Output 1:**

Output:

\*

\*\*\*

\*\*\*\*\*

\*\*\*

\*

**Sample Input 2:**

Input: n = 4

**Sample Output 2:**

Output:

\*

\*\*\*

\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*

\*\*\*

\*

**PROGRAM**:

import java.util.\*;

class Pattern{

public static void main(String args[])

{

Scanner sc = new Scanner(System.in);

int n = sc.nextInt();

int i,j;

for(i=1;i<=n;i++){

for(j=1;j<=n-i;j++){

System.out.print(" ");}

for(j=1;j<= 2\*i-1;j++){

System.out.print("\*");}

System.out.println("\n");

}

for(i=n-1;i>=1;i--)

{

for(j = 1; j <= n - i; j++){System.out.print(" ");}

for(j = 1; j <= 2 \* i - 1; j++){System.out.print("\*");}

System.out.println("\n");

}

}

}
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**Question - 3**. You are developing a software for an advanced math visualization tool. One of the features is to generate complex patterns that combine mathematical concepts with visual representations. Specifically, you need to create a pattern that combines Pascal's Triangle and a half-diamond shape.

**Task:** Write a Java program that prints a half-diamond pattern where each row contains elements from Pascal's Triangle up to the middle row. For a given integer n, generate a pattern with 2n-1 rows. The first n rows should display the elements of Pascal's Triangle in increasing order, while the next n-1 rows should display them in decreasing order, forming a half-diamond.

Pascal’s Triangle is a triangular array of binomial coefficients. The value at position (i, j) in Pascal's Triangle is computed as C(i, j), where C(i, j) = i! / (j! \* (i - j)!).

**Example for n = 4:**

**Pattern Explanation:**

• Row 1: C(0,0)

• Row 2: C(1,0) C(1,1)

• Row 3: C(2,0) C(2,1) C(2,2)

• Row 4: C(3,0) C(3,1) C(3,2) C(3,3)

• Row 5: Repeat Row 3

• Row 6: Repeat Row 2

• Row 7: Repeat Row 1

**Test Cases:**

**Sample Input 1:**

Input: n = 3

**Sample Output 1:** Output:

1

1 1

1 2 1

1 1

1

**Sample Input 2:** Input: n = 4

**Sample Output 2:** Output:

1

1 1

1 2 1

1 3 3 1

1 2 1

1 1

1

**Sample Input 3:** Input: n = 5

**Sample Output 3:** Output:

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

1 3 3 1

1 2 1

1 1

1

**Explanation:**

1. **Pascal's Triangle Calculation:**

o The triangle is built row by row, where each element is the binomial coefficient calculated using factorials.

o For example, C(3,2) is calculated as 3! / (2! \* (3-2)!) = 3.

2. **Pattern Construction:**

o The first n rows display Pascal's Triangle in an expanding manner.

o The next n-1 rows reverse the pattern, forming a symmetric half diamond.

**PROGRAM:**

import java.util.\*;

class PascalTri{

public static void main(String args[])

{

Scanner sc = new Scanner(System.in);

int n = sc.nextInt();

for(int i =1;i<=n;i++){

for(int j=0;j<=n-i;j++){

System.out.print(" ");

}

int c = 1;

for(int k=1;k<= i;k++){

System.out.print(c + " ");

c = c \* (i-k)/k;

}

System.out.println("\n");

}

for(int i =n-1;i>=1;i--)

{

for(int j = 0; j <= n - i; j++){

System.out.print(" ");

}

int c = 1;

for(int k = 1; k <= i ; k++){

System.out.print(c+" ");

c = c \* (i-k)/k;

}

System.out.println("\n");

}

}

}
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**Question - 4**. We use the integers a, b, and n to create the following series: (a+20.b), (a+20.b+21.b),…,(a+20.b+21.b+…..+2n-1.b)

You are given q queries in the form of a, b, and n. For each query, print the series corresponding to the given a, b, and n values as a single line of n space separated integers.

**Input Format**

The first line contains an integer, q, denoting the number of queries. Each line i of the q subsequent lines contains three space-separated integers describing the respective ai, bi, and ni values for that query.

**Constraints**

• 0 <= q <= 500

• 0 <= a,b <= 50

• 1 <= n <= 15

**Output Format**

For each query, print the corresponding series on a new line. Each series must be printed in order as a single line of n space-separated integers.

**Sample Input**

2

0 2 10

5 3 5

**Sample Output**

2 6 14 30 62 126 254 510 1022 2046

8 14 26 50 98

**Explanation**

We have two queries:

1. We use a=0, b=2, and n=10 to produce some series s0,s1,….sn-1: o s0 = 0 + 1.2 = 2

o s1 = 0 + 1.2+2.2 = 6

o s2 = 0 + 1.2+2.2+4.2 = 14

... and so on.

Once we hit n=10, we print the first ten terms as a single line of space-separated integers.

2. We use a=5, b=3, and n=5 to produce some series s0,s1,….sn-1: o s0 = 5+1.3 = 8

o s1 = 5+1.3+2.3 = 14

o s2 = 5+1.3+2.3+4.3 = 26

o s3 = 5+1.3+2.3+4.3+8.3 = 50

o s4 = 5+1.3+2.3+4.3+8.3+16.3 = 98

We then print each element of our series as a single line of space-separated values.

**PROGRAM:**

import java.util.\*;

import java.io.\*;

class Solution{

public static void main(String []argh){

Scanner in = new Scanner(System.in);

int t=in.nextInt();

for(int i=0;i<t;i++){

int a = in.nextInt();

int b = in.nextInt();

int n = in.nextInt();

int s=a;

for(int j=0;j<n;j++)

{

int x = (int) Math. pow(2, j);

s=s+x\*b;

System.out.print(s+" ");

}

System.out.print("\n");

}

in.close();

}

}
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